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Development Teams 
 
How does the use of Low-code/No-code platforms 
impact Agile development teams? 

 
 

This research investigates the impact of Low-Code/No-Code (LCNC) platforms on 
Agile development teams, addressing a gap in existing literature that has primarily 
examined these technologies in isolation. Through semi-structured interviews with 
eight industry practitioners experienced in both LCNC platforms and Agile 
methodologies, this qualitative study explores how LCNC adoption affects team 
performance and dynamics within Scrum frameworks. 
 
The study demonstrates that while LCNC platforms align well with Agile principles of 
rapid iteration and customer collaboration, their impact is highly context-dependent, 
varying with project complexity, team maturity, and management processes. These 
findings have practical implications for organizations considering LCNC adoption within 
their Agile frameworks, suggesting the need for careful consideration of project 
suitability and project management processes to maximize benefits. 
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1 Introduction 

Over the last few years, countries in the European Union (EU) have been facing a labor 

shortage of skilled digital professionals (Aksenova et al., 2024). Citizen development could 

address such shortages (Hoogsteen and Borgman, 2022). The creation of business 

applications by individuals without an IT background is commonly known in the literature 

as citizen development (Hoogsteen and Borgman 2022). The citizen development 

phenomenon can be attributed to the emergence and adoption of low-code/no-code 

platforms (Hoogsteen and Borgman, 2022). Low-code/no-code (LCNC) platforms enhance 

the firm’s business agility as it mitigates developer shortages by minimizing dependencies 
with dedicated IT professionals (Khalajzadeh and Grundy, 2025). While shortage of skilled 

IT labour is a concerning issue, the use of LCNC platforms may also result in possible cost 

reductions as development teams are downsized and replaced with automation (Golov and 

Myl’nik, 2023). 

 
The use of IT is increasingly expanding across various business functions (Promegger et 

al., 2021). The role of IT is increasingly becoming more strategic in businesses and 

organisations (Alt et al., 2020) and digital transformation of organisations will only intensify 
in the coming years (Alt et al., 2020). Low-code platforms will foreseeably amplify the digital 

transformation process of organisations in the coming years (Vincent et al., 2019). Golov 

and Myl’nika (2023) reported that 90 percent of time can be saved in digital transformation 

projects by utilising LCNC. Furthermore, LCNC platforms can reduce the barrier for 

innovation through user-driven creativity, thus creating value for the business (Callinan and 

Perry, 2024).  

 
Combining Low-code/no-code (LCNC) approach with Agile methodologies can result in 
efficiency gains for businesses (Hanson, 2024). The citizen development promotes the 

agility of a company given limited resources (Callinan and Perry, 2024). Agile 

methodologies have been gaining popularity in the world of software development in the 

recent years (Edison et al., 2022). Agile methods focus on iterations and testing, has less 

of a procedural approach (Thesing and Feldmann, 2020) and is more flexible compared to 

other project management methods (Lutwama et al., 2024). Scrum, eXtreme Programming 

(XP) and Kanban are three of the most common agile frameworks (Lutwama et al., 2024). 
Agile methods have been found to increase customer satisfaction (Putta et al., 2018) as 

well as employee satisfaction (Stettina et al., 2021). While there are multiple research 

materials addressing the benefits of adopting LCNC development and the benefits of 

adopting Agile methods, little research have been done to assess the impact of LCNC 

development on Agile development teams. This research aims to address that gap and find 

the effect of LCNC development on agile development teams. 
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2 Literature Review 

To study how LCNC development impacts agile teams, a review of relevant existing 

literature study and related works is carried out. This section addresses first the LCNC 

development followed by Agile Methods before finally addressing the relationship of LCNC 

and Agile.  

2.1 Low-code/No-code platforms 

Low-code applications can be used in different business purposes in different industry 

settings (Phalake et al.,2023). LCNC development makes business process automation 

easier and less complex (Luo et al., 2021). Picek (2023) illustrated several use cases of 

applications made with LCNC development in the field of enterprise resource management 

(ERP). Zielinski (2021) wrote about how employees of a company’s human resource (HR) 

department utilised LCNC development to build an application that streamlines HR-related 

work. In China, a growing number of companies are adopting the LCNC approach to 

develop enterprise resource management (ERP) applications (Tang, 2021). Kalaivani et al. 
(2024) utilised both LCNC development and Agile methods to develop a visitor 

management application for a hospital. LCNC development can make it easier for people 

to create applications for Internet of Things (IoT) devices (Chen et al., 2022). From an 

organisational perspective, LCNC is bound to change the roles and responsibilities of 

employees, organisational culture (CIO, 2023), and decision-making processes (Bock and 

Frank, 2021).  

 
As of 2020, there are over 200 Low-Code/No-Code platforms available in the market 

(Sahay et al., 2020). Microsoft Power Apps, Mendix and OutSystems are the current 

leaders of LCNC development platforms (Matvitskyy et al., 2024). Low code platforms are 

defined as platforms designed to facilitate fast application development, deployment, 

execution, and management (Vincent et al., 2020). Low code/no code platforms is 

characterised by its model-driven or visual development approach without the need for prior 

computer programming knowledge (Ang, 2021). This means users can easily build digital 

products by dragging and dropping components with little to no need of coding (Woo, 
2020). The adoption of low-code/no-code platforms by companies is driven by enhanced 

software development efficiency, lower barriers to application creation and faster time to 

market (Käss et al., 2022). Developer shortages is also one of the factors of LCNC adoption 

(Guthardt et. al, 2024). Businesses can save on development costs as lesser resources 

are being used when they adopt LCNC solutions to develop a product (Jaglan and 

Upadhay, 2022). LCNC platforms have the potential to substantially shorten the software 
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development lifecycle (SDLC) (Bhattacharyya and Kumar, 2023) therefore minimising 

costs (Sanchis et al., 2020; Rokis and Kirikova, 2023).  

 

Applications made with LCNC platforms can perform as well as those made traditionally 

with code (Guthardt et al., 20) and are easier to maintain (Rokis and Kirikova, 2023). Java 

and Javascript are two of the most common language used in LCNC development (Luo et 

al., 2021). LCNC platforms have made it easier for applications to scale and for developers 
to fix bugs found on the application product (Sahay et al., 2020). However, it is reported 

that LCNC platforms that are used to build the application itself can be buggy at times 

especially when designing applications (Liu et al., 2024). Applications developed by LCNC 

platforms may also have security vulnerabilities and performance issues (Woo, 2020; 

Ramesh and Divya, 2024; Hurlburt, 2021). The lack of proper documentation processes is 

one of the reasons why businesses avoid building applications with LCNC approach (Käss 

et al., 2023). LCNC platforms lack interoperability as standards and conventions differ 

depending on the platform developer, hence leading to vendor lock-in for end users of the 
platforms (Sahay et al., 2020). In addition to that, privacy concerns regarding data and 

intellectual property rights are also possible areas of concerns for end users of LCNC 

platforms (Wolff, 2019). While LCNC development reduces complexity in building web and 

mobile applications, there still exist a relatively steep learning curve in using LCNC 

platforms (Luo et al., 2021). Kandaurova (2024) found that LCNC platform users still need 

to have a basic knowledge in code to make a functioning application. 

2.2 AI and LCNC 

The current research landscape regarding the use of AI in LCNC development is currently 

limited while there is growing interest among businesses (Kandaurova, 2024). 

Incorporating AI into LCNC platforms enhances business agility by enabling real-time, data-

driven decision-making (Kok et al., 2024). LCNC platform vendors have started integrating 

Artificial Intelligence (AI) features that assists builders in making their applications (Woo, 

2020). The use of AI prompt engineering to model web and mobile applications can result 

in LCNC platforms into “true no-code platforms’ allowing for faster iterations for Agile teams 

(Hagel et al., 2024). ChatGPT’s large language model can generate boilerplate code 
templates to build applications (Martins et al., 2023). Integrating AI and LCNC approach 

can ensure adherence to standardization and best practices (Martins et al., 2023).  
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2.3 LCNC impact on Technical Debt 

Schmidt’s (2016) found that software quality is a determinant of the performance of Agile 

development teams. This can be be related to the concept of technical debt. Technical debt 

refers to the backlog of work that development teams accumulate on a product when they 
take shortcuts during the development process prioritising speed for product delivery 

(Pavlic et al., 2022). It is clear how the LCNC approach makes it easier for applications and 

digital products to be developed. While LCNC development can reduce technical debt as 

there are less poorly written code when building applications (CIO, 2023), Havelund and 

Steffen (2021) along with Lethbridge (2021) argued that LCNC approach will lead to more 

technical debt as the LCNC approach lacks functionalities that facilitate the standard 

industry processes for software engineering such as version control. LCNC development 

can result in code that are too complicated which adversely impacts technical debt 
(Lethbridge, 2021; Havelund and Steffen, 2021) as it is harder to document and be 

reutilised for future use (Lethbridge, 2021). From a management perspective, technical 

debt can be reduced if enterprise architects simultaneously assume the role of product 

owner in agile settings (CIO, 2024). It is still not clear yet how the citizen developer trend 

that companies are adopting have an impact on technical debt (Barkin and Davenport, 

2023). 

2.4 Agile Methodologies 

The agile methodology which was designed for software development is very much related 

to the principles and concept of lean that was originally meant for manufacturing processes 

(Babik, 2018). Agile Development is one of the most favoured methodologies of software 

development in the twenty-first century because of its adaptability in fast-changing 

environments where requirements change rapidly (Al-zewari et al, 2017). Agile 
methodologies emphasize iterative development and continuous improvements, taking a 

less rigid, procedural approach (Thesing & Feldmann, 2020) and offering greater flexibility 

than traditional project management methods such as Waterfall (Lutwama et al., 2024).  

 

Agile methodologies are widely adopted in the tech industry because it has been proven to 

speed up the product’s time to market in dynamic environments where requirements 

change at a fast rate (Papatheochaorus and Andreou, 2014). In its essence, the Agile 

model focuses on collaborative interaction (Babik, 2018) and continuously incorporating 
stakeholder feedback, particularly from customers, through small but frequent product 

release and iterative updates, which leads to continuous evaluation and refinement 

(Maassen, 2018). It has been shown that using Agile methodologies positively impact an 

organization’s overall performance especially in terms of productivity and employee 
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satisfaction (Stettina et al., 2021). Agile methodologies are not restricted to applications 

only in the tech sector (Breyter, 2022). Business units can achieve business agility by 

adopting agile into their workflow. Adopting agile practices improves in the business unit’s 

capacity to respond rapidly to market shifts—staying efficient, customer-focused, and cost-

effective—while still maintaining high standards of quality (Breyter, 2022). 

2.5 Scrum 

2.5.1 The Scrum Process 
Scrum is one of the widely used frameworks for the agile methodology (Maximini, 2018). 

Scrum has a more dynamic, process-based, and flexible approach compared to eXtreme 

Programming (XP) which focuses more on coding methods (Babik, 2018). Self-organizing 

teams is a key feature of the agile scrum teams. Teams consists of members with a variety 

of skills and specializations unlike conventional teams where individuals are grouped 
according to their skill set (Bass, 2022).  

 

The Product Owner and Scrum Master are the leading roles of the scrum team along with 

architects, developers, technical writers, and quality managers (Babik, 2018). Schmidt 

(2016) on the other hand suggested further that the development teams should not have 

other specialist roles than programmers and that these programmers should have 

necessary skills to make the team as cross-functional, lean, and flexible as possible.  

 
The Product Owner (PO) acts as the customer’s proxy on the team, articulating their needs, 

managing and organising the team’s objectives for the upcoming Sprint, and ensuring that 

the work delivers real value to the customer (Schmidt, 2016; Kelly, 2019; Noll et al., 2017). 

The Scrum Master (SM) serves as a facilitator and coordinator who upholds the Scrum 

processes and removes any obstacles that could prevent the team from working effectively 

(Schmidt, 2016; Shastri et al., 2021; Noll et al., 2017). While the function and title of project 

manager is non-existent in Scrum, Shasri et al. (2021) proposed that the Scrum master 
acts and functions as the de-facto project manager in Scrum teams. The Scrum master 

facilitates Scrum ceremonies such as the sprint planning, sprint review and daily standups 

(Noll et al., 2017). 
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Figure 1 

Scrum process diagram (Schmidt, 2016) 
 
 

 
Note. Adapted from Agile software development teams: The impact of agile development on team performance 

(p. 17), by C. Schmidt, 2016, Springer. © 2016 Springer. 

 

The scrum essentially method breaks down the project into more workable smaller iterative 

increments called sprints (Babik, 2018), in which developers are given the autonomy to 
plan and manage the tasks assigned prior in sprint planning (Schwaber and Sutherland, 

2020). Product features are defined by the product owner in the product backlog and are 

called epics. Epics are further decomposed into user stories; a technology agnostic 

description written from the point of view of the user (Bass, 2022). User stories includes 

sub-tasks for the developers to work on (Breyter 2022).  

 

Figure 2 

Product Backlog hierarchy (Breyter, 2022) 
 

 
Note. Adapted from Agile product and project management: A step-by-step guide to building the right products 

right (p. 117), by M. Breyter, 2022, Apress. © 2022 Apress. 
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The work defined in the product backlog is further distributed and decomposed in the sprint 

backlog for each sprint iteration, which lasts for two to four weeks (Tal, 2015). Before each 

sprint, a sprint planning meeting is organised to organise the deliverables for the upcoming 

sprint (Tal, 2015). During sprint planning, the team selects which product-backlog stories 

can be completed in the upcoming sprint by considering their velocity, available capacity, 

and the estimated effort for each story (Noll et al., 2017). Kanban is a commonly utilised 

tool to track and manage the work items and user stories (Breyter, 2022). Daily meetings 

facilitated and coordinated by the scrum master are held during each sprint to update each 

other daily on the work done (Babaian, 2019). At the end of each sprint, the team convenes 
once again for a Sprint retrospective meeting where performance is reviewed (Tal, 2015). 

s and bugs found after each sprint are listed as working items to be worked on again in 

upcoming sprints by team members responsible for quality assurance (Tal, 2015).  

2.5.2 Measuring Performance in Scrum teams 
 
Figure 3 

Hypothetical Burndown chart of an Agile Project (AI-Generated, 2025) 

 
Team performance is perceived to be the most important metrics in an agile project and 

velocity is one of the determining factors (Almeida & Carneiro, 2023). However, velocity as 

a metric is not very reliable unless combined with cycle and lead time metrics (Almeida & 
Carneiro, 2023). In each Scrum project, a burndown chart is used to measure the progress 

of work done (Tal, 2015). The x-axis shows the time in calendar days and the y-axis shows 

the amount of work done. A negative-sloping straight linear line called the burndown line is 

drawn as a reference for the ideal work velocity, with flat lines representing weekends or 

days where no work is expected to be done (Breyter, 2022; Tal, 2015). The actual progress 

line is drawn as the days pass, by subtracting the amount of work done, and is not 

necessarily linear (Breyter, 2022). If the team completes tasks faster than expected, then 
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the actual progress line would appear lower than the reference line and if the team 

completes tasks slower than expected, the progress line would appear higher than the 

reference line. This is shown in Figure 3. In addition to the burndown chart that measures 

progress in terms of work velocity, lead time and cycle time is measured (Breyter, 2022). 

When using Kanban, lead time is the time measured from the inception of a user story till 

its completion whereas the cycle time is the time measured from the point the user story is 

worked on till its completion. Both lead time and cycle time of user stories can be averaged 
out to serve as additional metrics for team performance. 

 
Figure 4 

Lead & cycle times (Breyter, 2022) 
 

 
 

Note. Adapted from Agile product and project management: A step-by-step guide to building the right products 

right (p. 199), by M. Breyter, 2022, Apress. © 2022 Apress. 

 

Schmidt (2016) investigated the impact of Agile on development teams in SAP SE with 

empirical methods. In his research that was compiled into a book, team performance was 

broken down into several dimensions, namely: internal and external software quality, which 

is categorised as outcome-oriented performance, in addition to progress, predictability, and 

transparency, which are categorised as process-oriented performance (Schmidt, 2016). Of 

these dimensions, progress, software quality and transparency are statistically significant 
(Schmidt, 2016). The progress dimension is determined by velocity and speed of work. The 

transparency dimension is determined by external and internal communication of teams 

(Schmidt, 2016). Software quality is determined by code reusability and maintainability, 

stakeholder satisfaction, and the conformity and compliance of the software to the client’s 

requirements and requested functionalities (Schmidt, 2016).  

 

Software maintenance is formally defined as making changes to software after it has been 

delivered, with the goal of fixing bugs, enhancing performance or other features, or 
adjusting the software to work in changed conditions. Maintainability describes how easily 
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and efficiently these maintenance tasks can be performed (Jain et al., 2018). Lopez et al 

(2022) further emphasised that maintainability, reliability and efficiency are important 

factors that contribute to software quality in the context of agile and rapid development. 

 
Figure 5 

Schmidt (2016) proposed dimensions of performance. 
 

 
Note. Adapted from Agile software development teams: The impact of agile development on team performance 

(p. 93), by C. Schmidt, 2016, Springer. © 2016 Springer. 

 
2.4.3 Evolution of scrum 
Scrum serves as a base for many of the scaled agile frameworks as shown in Table 1 

(Breyter, 2022). The Scrum method was originally designed for smaller teams and has 

gone through evolutions for larger scale applications in organisations and projects resulting 

in new frameworks such as the Large-scale Scrum (LeSS), the Scaled Agile Framework 
(SAFe) and the Spotify Method (Uludag et al., 2021). The concept of ‘scrum of scrums’ is 

a key feature of LeSS, in which a team consisting of the area scrum master's and area 

product owners of individual scrum teams working on a larger goal or product is formed 

(Bass, 2022). In addition to that, new roles and teams are introduced to assist with the 

coordination between the business and technical sides such as the Governor and Product 

Manager for LeSS (Bass, 2022), and the Release Train Engineer and Portfolio teams for 

SAFe (Putta et al., 2018).  
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Table 1 

Scaled Agile Frameworks (Breyter, 2022) 
 

   

 
Type and size of the 
organization 

Methods and 
practices 
adopted 

Specifies 
portfolio 
management 
and business 
prioritization 

Establishes a 
collaborative 
dependency 
management 
mechanism 

Professional 
association that 
endorsed the 
framework 

Scaled Agile 
Framework (SAFe) 

50–124 people in an 
Agile Release Train, 
scaling indefinitely 

Scrum, Kanban, 
Lean, DevOps, XP 
Practices 

In detail: Lean 
portfolio 
management and 
business 
prioritization based 
on Value Stream 
Mapping (VSM) 

Advanced 
dependency 
management 
starting with long-
term planning 

Scaled Agile 
Academy 

Large-Scale Scrum 
(LeSS) 

LeSS Huge allowed 
for thousands of 
people 

Scrum primarily By scaling product 
management 

Via structured 
ongoing 
collaboration 

LeSS practitioner 
groups 

Disciplined Agile 
Delivery (DAD) 

200 people or more Full toolbox: 
Scrum, Agile 
modelling, Unified 
Process, XP, 
TDD, Agile 

Focuses on 
technical practices 

Via collaboration Project 
Management 
Institute 

Spotify Scaling 
Model 

Around 300 people Allows the team to 
choose any Agile 
framework 

Via Tribe-specific 
accountability and 
the role of product 
management 

Organic N/A 

Scrum@Scale No limitations 
imposed; successes 
limited to several 
hundred 

Scrum Product Owner 
collaboration 

Via Scrum of 
Scrums 

Agile Alliance 

Nexus Three to nine Scrum 
teams 

Scrum Product Owner 
collaboration 

Advanced 
dependency 
management via 
Integration Team 

Scrum Alliance 
  

Note. Adapted from Agile product and project management: A step-by-step guide to building the right products right (p. 

255 – p. 256), by M. Breyter, 2022, Apress. © 2022 Apress. 

2.6 Implications of LCNC platforms on Agile methods 

Rokis and Kirikova (2022) found that the principles of agile methods are compatible with 

the essence of LCNC development. Integrating low-code/no-code (LCNC) with Agile 

methodologies enhances efficiency and adaptability for businesses (Hanson, 2024). 

Combining Low-code/no-code development (LCNC) and Agile methodologies like Scrum 
can significantly accelerate application development while enhancing an organization’s 

efficiency, quality, and speed, thus leading to success (Abdul Razak et al., 2024). In a study 

by Lebens and Finnegan (2021), LCNC platforms is proven to be a useful tool to teach 

university students agile methods. Kalaivani et al. (2024) found that Agile methods are 
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useful as a project management tool when developing a healthcare application with a low-

code/no-code platform. The roles in agile team would be even more dynamic and cross-

functional with LCNC development (Elshan et al., 2024). Product owners must adapt to the 

faster software development cycles (Elshan et al., 2024). To study the impact of LCNC 

development on Agile methods, it is useful to draw parallels between the findings of existing 

literature with some of the twelve principles of Agile.  
 
Maintaining simplicity by reducing complexities in both processes and the actual software 

product itself is a key principle of Agile Manifesto (Agile Alliance, n.d). LCNC platforms 

simplify the complex process of conventional coding (Käss et al., 2022), enabling users to 

streamline workflows and accelerate the software development process (Picek, 2023) 

Collaboration between businesspeople and developers is another driving principle behind 

the Agile Manifesto (Agile Alliance n.d). The use of LCNC platforms in developing software 

applications promotes collaboration between IT and business teams (Tang, 2022), 

streamlining Agile development workflows (Appian Corporation, 2019). Making software 
development more accessible through LCNC platforms fosters collaboration across 

departments, driving innovation by reducing the burden on dedicated IT teams and thus 

accelerating the development process (Ramesh and Divya, 2024). LCNC platforms 

empower business users to create applications with lesser dependence from dedicated IT 

specialists, thus minimising workload (Käss et al., 2023; Matook et al., 2025). In short, 

LCNC development unites business and technology as it aligns with the principles of agile 

(Tang, 2021). 
 

Keeping customers satisfied by incrementally delivering useable software products early 

and consistently with speed and frequency are the principles behind Agile Manifesto (Agile 

Alliance, n.d). Low-code/no-code platforms align well with Agile methodology, as iterative 

development and frequent delivery is prioritized (Razak et al., 2024). Low-code 

development enables rapid prototyping and development of products, allowing developers 

to assess customer needs and validate ideas before allocating resources to product 

features that may hold little value (Sanchis et al, 2020). Being flexible with changing 
requirements from customers is one of the principles of Agile (Agile Alliance n.d). Low-code 

platforms enable developers to adapt to changing requirements as they are able modify 

applications in response to evolving processes and requirements, incorporating user 

feedback for continuous improvement faster (Wolff, 2019). Since developers can work 

rapidly on iterations based on feedback, this can reduce requirement inconsistencies 

(Alamin et al.,2023). The LCNC development approach is more agile compared to 

conventional approach as developers are dealing less with complicated code (Shridhar and 

Bose, 2021). Hence adopting the LCNC approach will improve customer satisfaction (Rokis 
and Kirikova, 2022).  
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However, it has also been reported that LCNC development may pose some challenges in 

Agile teams. Conflicts between business users and IT teams over control and governance 

may happen in LCNC development, thus hindering Agile collaboration (Khalajzadeh and 

Grundy, 2025). Utilizing low-code and no-code tools could result in reduced control over 

security and governance (Waqas et al., 2024). Thus, a unified IT strategy and governance 

framework is essential to resolve such issues (Ajimati et al., 2025). 
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3 Research Methodology 

While there has been multiple research that focuses on LCNC development and Agile 

methods individually, there has been limited studies on how both concepts impact and 

interact with each other. This qualitative study aims to address that gap by studying the 

impact of LCNC approaches on agile development teams through interviews with 

practitioners and relevant industry experts. The following research question formulated 

below must be answered to study the organisational impact of LCNC on agile development 

teams: 

 
RQ1: How does the use of Low-code/No-code platforms impact Agile development 

teams? 
 
To analyse how the use of LCNC platforms impact Agile development teams, performance 

and team dynamics are two overarching factors that needs to be investigated. To assess 

the impact of LCNC on team performance, this research will use only the statistically 

significant dimensions of Agile team performance that was proposed by Schmidt (2016). 
Therefore, software quality, progress and transparency are used to assess the impact of 

LCNC on team performance. To assess the impact of LCNC on team dynamics, the 

changes in team roles, working style, and working processes resulted by the use of LCNC 

platforms will be investigated. Of all the existing Agile frameworks, only Scrum will be 

considered in this research as it is the most prevalent and widely used framework in 

practice. Such consideration is made because Scrum is the basis for many of the scaled 

frameworks as reported by Breyter (2022).  
 
Figure 6 

UML use-case goal diagram of research 
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3.1 Interview Design 

The interviews follow a realist ontology with a neo-positivism epistemology approach with 

the following research objectives that will answer the research question: 

1. Investigate the effect of LCNC approach on team performance with software 
quality, progress, and transparency as metrics. 

2. Investigate the possible changes in team dynamics in terms of roles, working style, 

and working processes caused by the adaptation of LCNC approach. 

 

The interviews are semi-structured and exploratory with questions that covers the two 

overarching factors that determine the impact of LCNC on Agile development teams. 

Respondents are selected through non-probability sampling, specifically with purposive 

sampling based on relevance to the research topic. Interviewees are chosen through 
personal network connections and LinkedIn based on two main criterions. Firstly, their 

professional experience in the area of LCNC. This can be employees of LCNC platform 

vendors and external consultants or persons who are users of the platforms. Secondly, 

their familiarity with Agile frameworks. Ideally, the interviewee should have a professional 

Agile certification, however, the minimum is that they should be at least exposed to the 

Agile working environment sometime in their career. Appendix 1 lists the relevant 

background information of all interviewees. Table 2 below describes the interview 

questions related to background that are asked in the beginning followed by table 3 where 
the questions pertaining to the dimensions that the overarching factors depend on are 

listed.  

 
Table 2 

Introduction Questions 

No. Question 

 
1 

 
Please introduce yourself. 

 
2 

 
Briefly explain your working experience. 

 
3 

 
Which agile framework are you most familiar with? 

 
4 

 
Which LCNC platform are you familiar with? 
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Table 3 

Interview Questions  

Factor Dimension Question 

 
Performance 

 

Software Quality 

 

How does LCNC affect the team’s defect rate per sprint and what evidence links 

any observed increase or decrease directly to the LCNC implementation? 

Software Quality On a scale of 1 (very low) to 7 (very high), how would you rate the maintainability of 

LCNC deliverables compared to traditional code? Please explain the rationale 

behind your rating with a recent example. 

Performance Transparency 

(Internal 

Communication) 

On 1 (very difficult) to 7 (very easy), how smooth is cross-member coordination 

when working with LCNC platforms? Can you illustrate a recent example? 

Transparency 

(External 

Communication) 

On 1 (slow/infrequent) to 7 (rapid/frequent), how would you rate the pace of 

stakeholder feedback when delivering work made with LCNC development? Please 

explain the rationale behind your rating. 

Performance Progress 

 

How has adopting LCNC shifted your team’s actual burndown line relative to the 

ideal trajectory—indicating overall acceleration or deceleration of work—and what 

project-level observations support that pattern? 

 Progress How can the adoption of LCNC impact the cycle time and lead time? Can you 

provide a reason or an example behind your answer? 

Team 
Dynamics 

Changes in 

Roles 

How has adopting LCNC influenced the composition and number of roles on 

development teams—specifically, which new LCNC-oriented roles have emerged, 

and which traditional scrum/agile roles have diminished—and can you illustrate 

these shifts with concrete examples and use cases? 

 Changes in 

Roles 

How has adopting LCNC shifted the hands-on responsibilities of product owners—

specifically, have they taken on more configuration or design work—and can you 

illustrate that change with a concrete use-case or example? 

Team 
Dynamics 

Changes in 

working style 

How has LCNC adoption affected the coordination and facilitation duties of the 

Scrum master, and can you share a real project scenario that demonstrates the 

change? 

 Changes in 

working style 

How has LCNC adoption changed your backlog prioritisation process, and can you 

share a specific example where LCNC led you to reprioritise an item? 

Team 
Dynamics 

Impact of Gen AI How would the emergence of generative AI impact LCNC approach and Agile 

altogether? 
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3.2 Interview Participants Selection 

Table 4 below lists the eight interview participants who agreed to participate in this 

research. A total of 80 people were approached on LinkedIn Sales Navigator. For this 

research multiple search queries with the terms “Agile”, “Scrum” and the respective and 
relevant LCNC platforms were executed. Prospects are screened and selected carefully 

based on the criterion in § 3.1 by analysing their job position and experience, certifications 

and skills listed on the individual profile page. An invitation message was then sent to 

prospects who pass the screening process. In addition to that, personal connections and 

referrals were used to approach some of the participants. In the end, only nine prospects 

responded positively, of which only eight managed to successfully do the interview. Only 

one out of the eight respondents chose to remain anonymous. All eight interview 

participants indicated that scrum is the main methodology that they are most familiar with. 
 
Table 4 

Interview Participants  

Name Job Experience LCNC Platform Experience 
 
Miguel Baltazar 

 
VP Developers, OutSystems 

 
OutSystems 

Dennis 
Cardinaels 

Tech Lead Capgemini Belgium Outsystems 

Metin Ferati
  

Founder, N’Katrori & Freelance Senior 
developer 

Wordpress, Replit, V0 by Vercel, Cursor 

Prof. Malgorzata 
Pankowska 

Professor, University of Economics 
Katowice 

WebCon 

Charlie Jessop Solution Architect, Capgemini Belgium Outsystems 

Anonymised 
participant 

Software Developer in Latvia Microsoft Power Apps 

Oubaida Ben 
Yaacoub 

Freelance Business Analyst/Product Owner Microsoft Power Apps 

Mario Cunha Tech Lead, OutSystems Outsystems, Mendix 
 

3.3 Data Collection and Analysis 

The interview data collection was done fully online through Microsoft Teams over a period 

of one month between July and August 2025. All participants have given their consent for 

the interview to be recorded and transcribed. After transcription is done, thematic coding 
analysis was performed. Table 4 shows the main themes that was identified from all the 

interviews and description of the Appendix 1 to Appendix 8 is the transcripts for the eight 
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interviewees above. The full excel sheet that contains the main themes, child themes and 

excerpts can be accessed in the drive link in Appendix 9.  

 
 
Table 5 

Thematic Codes  

Theme Description 

 
Software Quality & 
Maintainability 

 
Covers defect rates, error types, governance issues, platform limitations, and 
ease/difficulty of maintaining LCNC deliverables. 

 
Communication &  
Collaboration 

 
Covers cross-member communication, stakeholder feedback loops, citizen 
developer interactions. 

Delivery Speed & Workflow 
Efficiency 

Covers delivery pace, quick wins, and changes in backlog prioritization due 
to LCNC. 

Role & Responsibility 
Changes 

Covers shifts in Product Owner responsibilities, Scrum Master, developer 
roles, hybrid positions and responsibilities. 

AI Integration in LCNC Covers use of AI tools in LCNC development, AI-assisted coding, 
Automation, perceived future impact. 
 

 

3.3.1 Building a Transcriber Web App with LCNC 

A custom web-based transcription application was developed using a combination of low-

code, and no-code tools to facilitate the transcription and analysis of qualitative interview 
data for this study. The application was designed to transcribe the eight interviews 

conducted with participants. The front end was made entirely through prompting with 

Anthropic’s Claude Code command line interface (CLI) that was installed locally running 

Claude AI’s Opus 4 large language model (LLM). The backend was developed and 

deployed using n8n, a low-code workflow automation platform, enabling seamless 

integration between the application’s frontend, OpenAI’s GPT-4 transcription LLM and 

Google Docs.  

AI-powered transcription was employed to reduce the time and manual effort required for 

converting audio data into text while maintaining a high degree of accuracy. The application 

was created to improve efficiency in processing large volumes of qualitative data and to 
demonstrate the applicability of low-code/no-code platforms in practical research 

scenarios, consistent with the study’s focus on their impact within Agile development 

environments. 
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3.3.1.1 Build Process of Transcriber Web App 

The application was designed with a workflow in which the frontend enables the upload of 

interview recordings through a dedicated form. The form graphical user interface (GUI) was 

coded in HTML with CSS styles applied and AJAX enabled. Upon upload and submission, 

the data from the upload form is captured via a webhook, which initiates the backend 
processing. This data is transmitted to an n8n development server, where it is routed to the 

OpenAI integration node through an API connection. The integration with OpenAI’s GPT-4 

transcription model facilitates the automated transcription of the uploaded audio or video 

files albeit with an upload limit of 25 Megabytes per file. As a result of that limitation, the 

interview videos were converted to a low bitrate .mp3 file with Adobe Audition. Following 

the Open AI transcription, a respond-webhook node is triggered to confirm the successful 

execution of the process. Simultaneously, another node within the workflow appends the 

transcribed text to a designated Google Docs file, ensuring that all interview data is 
consolidated in a single document for analysis. This was made possible by connecting 

Google’s API key with n8n. 

3.3.1.2 Using the Transcriber Web App  

This workflow was iteratively applied for all eight interviews, with each transcription 

appended sequentially to the same document on Google Docs. The entire process  was 

configured and optimized within the low-code environment of n8n, leveraging its modular 

node-based automation capabilities. Current development efforts are focused on 

expanding the application’s functionality to include the ability to export transcriptions 

directly as Microsoft Word documents, thereby enhancing its usability for qualitative 
research documentation and deploying the app with Railway. Future development efforts 

could include the addition of another AI node which would be able to re-check and edit the 

transcription for mistakes through context and even generate a short summary of 

transcripts.  

Figure 7 shows the n8n workflow. Figure 8 and 9 show the simple HTML frontend coded 

by Claude Opus 4 model. The time taken to build the prototype of the app was roughly 

about 3 hours with significant amount of time taken to familiarise with n8n, given no prior 

experience with the platform, and to troubleshoot API connectivity issues of nodes. 

OpenAI’s Chatgpt 5 was additionally utilised to consult when troubleshooting issues. The 

development cost incurred specifically for this prototype app in terms of API usage and 
platform usage totalled up to less than 5 dollars, excluding the overhead costs of n8n and 

Claude AI licences.  
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Figure 7 

n8n workflow 
 

 
 
 
 
Figure 8 

Frontend GUI form 
 

 
 
 
Figure 9 

Frontend GUI form upon submission 
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4 Discussion 

In this section, each thematic area listed in Table 5 identified through the analysis of 

interview data will be examined in detail, comparing the empirical findings with existing 

literature and theoretical frameworks. The analysis of interview data revealed five main 

thematic areas that characterize the impact of LCNC on Agile teams: software quality and 
maintainability, communication and collaboration, delivery speed and workflow efficiency, 

role and responsibility changes, and the emerging influence of AI integration. These 

themes align with and extend Schmidt's (2016) performance dimensions framework, while 

revealing nuanced effects that vary significantly based on project complexity, team 

maturity, and organizational context. 

4.1 Software Quality & Maintainability   

 
Defects to a software can be used to determine the quality of the end-product. Defects can 

appear because of developer error or in the case of LCNC approach, because of the 

platform. Defects essentially creates more work for the Agile team and its accumulation in 

the subsequent Sprint backlog could lead eventually delays in the overall project, which will 

reflect in a burndown line going above the ideal trajectory. Based on the interview data 

analysis, it can be concluded that LCNC approach will result in a lower defect rate to a 
limited extent. Defects related to frontend and syntax can decrease because of LCNC 

(Ferati, personal communication, 2025; Anonymous Participant, personal communication, 

2025; Baltazar, personal communication, 2025), however the defect rate is very much still 

highly dependent on the skill level of developer and/or developing team themselves and 

the platform itself (Cunha, personal communication, 2025; Anonymous Participant, 

personal communication, 2025; Ferati, personal communication, 2025; Jessop, personal 

communication, 2025). Rectifying or fixing a defect can be much faster with LCNC 

compared to traditional development approach (Jessop, 2025; Anonymous Participant, 
2025; Cunha, 2025).  

 

Maintainability among other things define software quality (Kanellopoulos & Yu, 2015; 

Lopez et al., 2022). In this research, interviewees were asked to rate the maintainability 

from one to seven with one being low and seven being high. The term maintainability must 

not be conflated with maintenance. Interviewees were made clear beforehand that high 

maintainability in this research context means that the end software is easier to maintain 
(vis-à-vis low maintenance) with LCNC approach. Majority of the respondents indicated 

that software made with LCNC is generally easier to maintain, thus high maintainability. 
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However, vendor lock in issue and platform limitations may be a hindering issue when it 

comes to maintainability especially with more customised software (Anonymous 

Participant, personal communication, 2025). High overhead costs may also affect 

maintainability from a financial standpoint (Jessop, personal communication, 2025). 

4.2 Communication & Collaboration  

 

Transparency, as reported by Schmidt (2016), relies on internal and external 

communication, and affects the team performance. Majority of the respondents indicated 

that LCNC has a positive effect in external communications with stakeholders as they can 

deliver iterations at a faster speed with LCNC. This can also be attributed to the citizen 

development phenomenon where non-technical stakeholders are able to contribute to the 

development process (Anonymous Participant, personal communication, 2025). 
 

In terms of internal communications between cross members however, respondents have 

mixed perceptions. Respondents with a strong background in traditional approach (Ferati, 

personal communication, 2025; Jessop, personal communication, 2025) gave lower 

ratings. The lack of version control features in LCNC platforms makes internal 

communication worse than traditional approaches (Jessop, 2025) and that the inclusion of 

citizen developers may affect internal communication negatively if citizen developers lack 

technical skills (Ferati, 2025). Respondents also shared that teams tend to be a lot smaller 
in LCNC projects, therefore streamlining internal communications (Ben Yaacoub, personal 

communication, 2025; Baltazar, personal communication, 2025). 

4.3 Delivery Speed & Workflow Efficiency 

Previous literatures have stated that combining LCNC with agile will accelerate project 
delivery (Razak et al., 2024; Picek, 2023) as developers are able to work more efficiently 

(Sanchis et al, 2020). As demonstrated in § 3.3.1 and stated by a respondent (Ben 

Yaacoub, personal communication, 2025), developers using LCNC approaches can deliver 

a minimum viable product faster as LCNC solutions make it easier for them to develop 

applications. While most respondents agree that teams can work faster and deliver 

iterations at a rapid rate with LCNC approaches compared to traditional approaches 

reflected through the positive response on lead and cycle times, many have mixed 

reactions when asked about the overall progress and time taken to complete and deliver 
the entire agile project. 
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Overall progress can be measured by the burndown line - a line that is below the ideal 

trajectory means an acceleration of work, whereby one that is above means a deceleration 

of work. Respondents indicated that there are other variables in play that will affect the 

acceleration and deceleration of the project delivery. With LCNC approaches, developers 

can work more efficient at a faster rate (Cardinaels, personal communication, 2025; Cunha, 

personal communication, 2025; Baltazar, personal communication, 2025; Jessop, personal 

communication, 2025), however bottlenecks may appear at other stages of the project and 
requirements may change, thus, slowing down progress (Cardinaels, personal 

communication, 2025; Baltazar, personal communication, 2025). The accelerating factor 

attributed to the use of LCNC may also be diminished when the project is more complex 

(Jessop, personal communication, 2025; Cunha, personal communication, 2025; 

Pankowska, personal communication, 2025). 

4.4 Role & Responsibility Changes  

Self-organising and cross functional team roles are one of the features of Agile 

development teams (Bass, 2022). LCNC platforms have given rise to the citizen 

development phenomenon, where people with none or limited technical knowledge are 

able to build digital products (Hoogsteen and Borgman, 2022). The opposite could be true 

as well - with LCNC, professional developers can now also become business owners or be 

more involved in other business processes (Ferati, personal communication, 2025; 

Baltazar, personal communication, 2025) because of efficiency gains (Cunha, personal 
communication, 2025).  

 

The work responsibilities of UI/UX designers can be absorbed by developers (Jessop, 

personal communication, 2025) and designers can become citizen developers with LCNC 

(Ferati, personal communication, 2025). In addition to that, a respondent observed that 

there are lesser product testers in agile development teams adopting LCNC (Jessop, 

personal communication, 2025). Teams are observed to be smaller as team members often 
take multiple roles (Ben Yaacoub, personal communication, 2025; Baltazar, personal 

communication, 2025; Cardinaels, personal communication, 2025). However, the 

combining of roles may also lead to communication issues and that citizen development 

may not be appropriate for bigger enterprise projects (Cunha, personal communication, 

2025).  

 

The role of product owners could get more technical as LCNC is less complicated than 

traditional software development approaches (Ferati, personal communication, 2025; Ben 
Yaacoub, personal communication, 2025). LCNC approach makes it easier for product 



 

 25 

owner to organise their backlog and user stories (Ben Yaacoub, personal communication, 

2025; Anonymous Participant personal communication, 2025). Scrum masters could be 

able to take on more than one project and have multiple development teams with LCNC as 

their work becomes easier with LCNC especially with certain LCNC platforms such as 

OutSystems which are designed with Agile in mind (Jessop, personal communication, 

2025; Ben Yaacoub, personal communication, 2025; Baltazar, personal communication, 

2025; Cunha, personal communication, 2025). With LCNC and Scrum, the role of business 
analyst can be combined with either the product owner or scrum master (Ben Yaacoub, 

personal communication, 2025; Cardinaels, personal communication, 2025). With roles 

being combined, organisations could possibly be saving costs on human resources. This 

finding aligns with Khalajzadeh and Grundy (2025) proposition where low-code/no-code 

(LCNC) solutions enhance the firm’s business agility as it mitigates developer shortages 

by minimizing dependencies with dedicated IT professionals. 

4.5 AI Integration in LCNC  

With the emergence of generative AI, it makes it even easier for one to build digital 

products. The interviews conducted for this thesis tries to explore how AI plays a role in the 

impact of LCNC on scrum given the limited research resources regarding the use of AI in 

LCNC development (Kandaurova, 2024). AI models such as the one used in § 3.3.1 which 

can be installed locally and operated with CLI are able to generate a software practically 

with almost zero coding knowledge. Not only it is able to build and develop something from 
scratch but is able to debug and troubleshoot itself. The models can code and develop 

software faster and may pose as a competition to LCNC vendors if not adopted (Jessop, 

personal communication, 2025).   

 

LCNC platforms should be the enabler of AI-use by making it easier for developers to 

integrate AI agents in the application for end users (Baltazar, personal communication, 

2025). As shown in the transcriber web app build in § 3.3.1 and mentioned by Ferati 
(personal connection, 2025), it is possible to have AI powered automation with LCNC 

approaches. AI would be a good addition to LCNC as a copilot and as a decision support 

assistant, thus making the work of the developer even easier, increasing their productivity 

and accelerating the delivery even more than the current rate with LCNC solutions (Ferati, 

personal communication, 2025; Anonymous Participant, personal communication, 2025; 

Cunha, personal communication, 2025; Pankowska, personal communication, 2025; 

Baltazar, personal communication, 2025).  
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5 Conclusion 

This research set out to answer the fundamental question:  

 

How does the use of Low-Code/No-Code platforms impact Agile development 
teams?  
 

By adapting Schmidt's (2016) agile performance dimensions framework to LCNC contexts, 

the study validates the continued relevance of software quality, transparency, and progress 

as key performance indicators of agile teams while revealing how these dimensions 

manifest differently in LCNC environments. 

 

Through comprehensive analysis of interview data from eight practitioners across various 

LCNC platforms and organizational contexts, several key insights have emerged that 
contribute to the current research landscape of LCNC, citizen development and agile. 

LCNC platforms demonstrate a generally positive impact on software quality through 

reduced frontend defects and improved maintainability, though this benefit is depends on 

management processes, business context and complexity of project.  

 

With regards to transparency, communication and collaboration patterns reveal a divergent 

impact between internal and external stakeholder interactions. External communication 

with stakeholders may be significantly improved. This improvement is attributed to faster 
iteration delivery and the ability for non-technical stakeholders to participate directly in the 

development process through citizen development. However, internal team communication 

presents a more conflicting picture. While smaller team sizes can enhance communication 

efficiency, LCNC platform limitations such as limited version control capabilities and 

platform specific features can create new communication barriers.  

 

With LCNC, there is bound to be a fundamental restructuring of traditional Agile roles. 
Teams operating with LCNC platforms tend to be significantly smaller, with members 

assuming hybrid responsibilities. The consolidation of traditional roles like UI/UX designers 

into developer responsibilities, and business analysts’ roles with scrum master's or product 

owners’ responsibilities because of LCNC adoption represents a shift toward even more 

cross-functional team structures that align with Agile principles.  

 

While LCNC platforms can accelerate development and improve workflow especially for 

simpler applications, this advantage diminishes with project complexity. As Miguel Baltazar 
noted, the removal of development bottlenecks through LCNC causes bottlenecks to shift 
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to other areas in a project thus necessitating a holistic adoption of Agile methods rather 

than simply adopting LCNC tools. This research provides initial evidence that LCNC 

platforms, when properly implemented within appropriate contexts, can enhance Agile 

team performance and enable new forms of cross-functional collaboration. 

 

With generative AI, it is even easier to develop applications with the LCNC approach as 

shown in § 3.3.1, thus making the job of the developer easier. This could potentially result  
in developers being more efficient and productive.  By combining AI and LCNC approaches 

with Agile, the delivery of a digital product could be accelerated even further. In addition to 

that, software made with LCNC have the possibility of AI agents enabling automation of 

certain processes.  

 

While this study tries to be as representative as possible by interviewing developers, LCNC 

vendors, academics and business analysts, this study's limitations include its reliance on 

purposive and snowball sampling, focus solely on Scrum framework, and the absence of 
quantitative data. The relatively small sample size of eight participants, while providing rich 

qualitative insights, limits empirical proof. This study could merely serve as a proof of 

concept for further empirical research on the interplay between LCNC, Agile and Artificial 

Intelligence. 
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